**SOLUCIÓN PRUEBA TÉCNICA INGENIERO DE DATOS – PUNTORED**

**Sección 1: Preguntas teóricas**

**Python**

1. Las listas y los conjuntos son estructuras de datos, los cuales, almacenan colecciones de elementos. Sus diferencias son:

List o listas: Mantienen el orden de los elementos, estas permiten tener elementos duplicados. Los elementos se pueden acceder mediante índices. Las listas son estructuras de datos mutables.

Set o Conjuntos: Estos no garantizan un orden especifico y estos no permiten elementos duplicados. El conjunto es mutable, pero solo permite agregar o eliminar elementos del mismo.

Ejemplo ubicado en el archivo ejemplos\_seccion\_1/ejemplos\_sección\_1

1. Generator es una función de Python que produce una secuencia de valores, la cual, los genera bajo demanda y no los almacena en memoria. Esto se crea con la palabra clave yield en lugar del return en la función, lo que pausa la ejecución de la función y reanudarla en la siguiente invocación de la función.

Es útil usarla cuando trabajamos con grandes volúmenes de datos que no caben en memoria, cuando se necesita una iteración sin construir una lista.

Ejemplo ubicado en el archivo ejemplos\_seccion\_1/ejemplos\_sección\_1

1. Pandas es una librería de Python, la cual, está diseñada para la manipulación, limpieza y análisis de datos. Python tiene estructuras de datos nativas como lo son las listas, diccionarios, entre otros. Pandas nos ofrece herramientas mucho más optimizadas y eficientes para manejar volúmenes de datos muy grandes.

Ventajas de Pandas:

* Nos ofrece manejo de datos faltantes como .fillna() o .dropna(), lo cual se facilita este manejo.
* Estructura de datos DataFrame, este organiza los datos en formato tabular similar a Excel.
* Operaciones sobre fechas con pd.to\_datetime()
* Métodos rápidos como .groupby(), .agg(), entre otros

Ejemplo ubicado en el archivo ejemplos\_seccion\_1/ejemplos\_sección\_1

1. Apply() y map() son funciones para aplicar a los datos en una estructura DataFrame o una Serie. Sus diferencias son:

* Map() se aplica a una serie o una única columna, apply() se aplica o se usa en una única columna y a todo el DataFrame.
* Map() aplica la función elemento por elemento de una única columna y apply aplica las funciones sobre las filas y columnas completas de un DataFrame.
* Map() acepta funciones complejas, pero esto solo sobre valores individuales y apply() puede operar funciones complejas sobre filas y columnas completas.

Ejemplo ubicado en el archivo ejemplos\_seccion\_1/ejemplos\_sección\_1

**SQL**

1. La consulta para el esquema dado usando JOIN y GROUP BY podría ser de la siguiente manera:

SELECT d.nombre AS nombre\_departamento, SUM(e.salario) AS salario\_total

FROM empleados e

JOIN departamentos d ON e.departamento\_id = d.id

GROUP BY d.nombre

ORDER BY salario\_total DESC

1. Los JOIN o cada tipo de JOIN define cómo se combinan las filas de dos tablas según la condición.

* INNER JOIN solo combina las filas con coincidencias en ambas tablas o si vemos como conjuntos las tablas sería la intersección de estos.
* LEFT JOIN toma todas las filas de la tabla de la izquierda, con las
* coincidencias en la tabla de la derecha o un NULL si no hay coincidencia.
* FULL JOIN toma las filas de ambas tablas, con un NULL en los datos sin coincidencia o viéndolo desde conjuntos la unión de estos.

Para los ejemplos tomamos la tabla empleados y departamentos del punto anterior.

INNER JOIN

SELECT e.nombre AS empleado, d.nombre AS departamento

FROM empleados e

INNER JOIN departamentos d ON e.departamento\_id = d.id

Esta consulta empleados con departamento\_id válido en la tabla departamento.

LEFT JOIN

SELECT e.nombre AS empleado, d.nombre AS departamento

FROM empleados e

LEFT JOIN departamentos\_id ON e.departamento\_id = d.id

Está consulta muestra todos los empleados, incluso si no tienen un departamento asignado mostrando un NULL en estos casos.

FULL JOIN

SELECT e.nombre AS empleado, d.nombre AS departamento

FROM empleados e

FULL JOIN departamentos d ON e.departamento\_id =d.id

Está consulta muestra o incluye todos los empleados y todos los departamentos, en el caso que no tengan departamento asignado aparecerán con un NULL en departamento.

1. Al trabajar con bases de datos a gran escala o con millones de registros las consultas pueden volverse lentas si estas no están optimizadas, mi estrategia para mejorar el rendimiento de la consulta es la siguiente:

* Usar índices para acelerar la búsqueda de datos, en especial en columnas usadas son WHERE, con algún JOIN y ORDER BY.
* Evito el SELECT \* y solo selecciono los datos que necesito.
* USAR la sentencia EXPLAIN ANALYZE para entender como el motor de base de datos está ejecutando la consulta y cuando tarda esta.
* Optimizar los JOIN usando EXIST en lugar de IN cuando esto sea posible, ya que en listas grandes es mejor usar EXIST.
* Usar particionamiento de tablas, es decir, dividir la tabla en partes más pequeñas para así acelerar las consultas sobre los datos específicos.

1. Diferencia entre el HAVING y el WHERE en SQL

* WHERE filtra los registros antes de la agrupación GROUP BY y está no funciona con agregaciones como SUM, COUNT, entre otras, diciendo así que se usa WHERE para filtrar antes de realizar la agrupación sobre columnas individuales.
* HAVING filtra después de la agrupación GROUP BY y esta funciona con agrupaciones SUM, COUNT y demás, es decir que, usamos HAVING para filtrar después de agrupar sobre los resultados de agregaciones.

**Amazon Web Services (AWS)**

1. La diferencia entre los servicios de AWS Amazon S3, Amazon RDS y Amazon Redshift, es el propósito ya que este es diferente y podemos diferenciarlo así:

* Amazon S3: Este tiene el tipo de almacenamiento de objetos y su uso principal es guardar archivos y datos no estructurados.
* Amazon RDS: Su tipo de almacenamiento es una base de datos relacional y su uso principal es para aplicaciones transaccionales con SQL.
* Amazon Redshift: este es un DataWarehouse y su uso principal es para analizar o realizar análisis de datos a gran escala.

1. Los servicios Amazon DynamoDB, Amazon RDS y Amazon Redshift tienen propósitos diferentes y se usan según los requerimientos y particularidades del negocio. A continuación, describo brevemente cuando usaría cada servicio.

* Usar **Amazon DynamoDB:** Cuando se tengan altas tasas de lectura y escritura ya que cuenta con escalabilidad automática, esta tiene una baja latencia en tiempo real en cada consulta. Cuando los datos no son estructurados o estos son semiestructurados por ejemplo JSON o datos clave-valor y también cuando las aplicaciones no tienen un esquema rígido o NoSQL. También lo usaría para datos en eventos de tiempo real o streaming de datos.
* Usar **Amazon RDS**: Este es un servicio de base de datos relacional o SQL, se usaría cuando se necesitan bases de datos relacionales o con una estructura fija como tablas, relaciones, llave primaria y foránea; cuando se requieren consultas SQL eficientes. También cuando se tiene aplicaciones transaccionales con procesos de lectura y escritura frecuente en tiempo real y cuando se requiere que la solución sea gestionada y escalable, es decir, cuando se quiere que el servicio se encargue de copias de seguridad, monitoreo y escalabilidad. Cabe aclarar que Amazon RDS soporta los motores MySQL, PostgreSQL, MariaDB, SQL server, Oracle y Aurora.
* Usar **Amazon Redshift**: Este es una bodega de datos o un Data Warehouse diseñado para ejecutar consultas analíticas. Se usaría cuando se necesite analizar grandes volúmenes de datos (Big Data) de manera eficiente siendo esta de millones o billones de registros, Se usaría también cuando se usan consultas analíticas y BI para agregaciones, tendencias, dashboards y este tiene integración con Tableau, Power BI y AWS QuickSight. Se usaría cuando se necesita consultas SQL rápidas en datos históricos e4n bases relacionales y optimización de Joins para análisis de series temporales y se usaría cuando se quieren almacenar datos optimizados para su lectura.

1. Las diferencias entre **AWS Lambda** y **AWS EC2** son las siguientes:

* El tipo de computación en AWS Lambda es Serverless o sin servidor a comparación de AWS EC2 que es con un servidor virtual.
* La escalabilidad es automática en AWS Lambda y en AWS EC2 es manual o basada en Auto Scaling.
* El tiempo de ejecución en AWS Lambda es limitado a q5 minutos por cada invocación y en AWS EC2 es ilimitada.
* EL uso de AWS Lambda es bajo ejecución de código bajo demanda, eventos y microservicios; y AWS EC2 es para aplicaciones web, bases de datos o cargas de trabajo persistentes.
* La gestión del servidor en AWS Lambda AWS lo gestiona todo y en AWS EC2 el usuario gestiona OS, actualizaciones y seguridad.

1. Un mecanismo seguro para acceder a un bucket de S3 sin claves de acceso en el código y recomendado como mejores prácticas en AWS, es usar IAM Roles en lugar de una credencial estática como Access Key o Secret Key, para así permitir que un servicio acceda a S3 ya que esto mejora la seguridad y facilita la gestión de permisos.

**Sección 2: Prueba Práctica de SQL**

* Escribe una consulta para obtener los 5 clientes con mayor monto total en ventas en los últimos 6 meses.

La consulta se encuentra en consultas\_seccion\_2/consulta\_1

* Escribe una consulta para calcular el ticket promedio de ventas por cliente en el último año.

La consulta se encuentra en consultas\_seccion\_2/consulta\_2

* Escribe una consulta para obtener el nombre completo de los clientes y su monto total de ventas.

La consulta se encuentra en consultas\_seccion\_2/consulta\_3

* Escribe una consulta para obtener el ingreso promedio de ventas por mes.

La consulta se encuentra en consultas\_seccion\_2/consulta\_4

* Escribe una consulta para calcular el ranking de clientes por ventas en el último año.

La consulta se encuentra en consultas\_seccion\_2/consulta\_5

* Escribe una consulta para calcular el total de ventas por cliente y luego selecciona solo los clientes cuyo total de ventas sea superior al promedio general.

La consulta se encuentra en consultas\_seccion\_2/consulta\_6

**Sección 3: Prueba práctica Python y AWS**

1. Diseñe un pipeline para extraer los datos de la base y disponibilizar la información que requiere cada proveedor en batch diario usando los servicios de AWS.

Arquitectura

* + AWS Lambda trigger, la cual, se programa una función Lambda con EventBrigde para ejecutar el pipeline diariamente.
  + AWS Glue para ETL:
    - Extrae los datos desde Amazon RDS ya sea con motor MySQL o PostgreSQL.
    - Transforma los datos agrupándolos por cliente y fecha.
    - Generación de archivos en Amazon S3 organizados por proveedor.
  + Amazon S3 Almacena los archivos en formato JSON o Parquet según la necesidad.
  + Amazon API Gateway más AWS Lambda, lo cual, permite a los proveedores consultar los archivos desde S3.
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![](data:image/png;base64,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)

Ejemplo de consulta SQL para AWS Glue (Batch)

Consulta ubicada en Python\_seccion\_3/consulta\_1

1. Diseñe un pipeline para extraer los datos de la base y disponibilizar la información que requier cada proveedor en tiempo real usando los servicios de AWS.

Arquitectura

* + Amazon RDS » AWS DMS este para poder capturar los cambios en la base de datos.
  + AMAZON Kinesis Data Streams:
    - Este recibe los eventos de las ventas en tiempo real.
    - Segmenta los datos según el producto.
  + AWS Lambda:
    - Se agrega para transacciones por cliente y fecha.
    - Escribe los datos en Amazon DynamoDB para consultar rápidamente.
  + Amazon API Gateway + Laambda
    - Le permite a los proveedores consultar la información en tiempo real.
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1. Script en Python para extraer la información de la base de datos en el formato que requiere el proveedor.

Script ubicado en python\_seccion\_3/script\_1.py

1. Script en Python para disponibilizar la información en el API en formato JSON, implementar logs y manejo de errores.

Script ubicado en python\_seccion\_3/script\_2.py

**Preguntas rápidas:**

* ¿Windows o Linux?: He sido usuario de Windows desde hace muchos años por lo que me siento más cómodo como usuario de él, pero he tenido acercamientos de Linux y a su consola lo que me permite estar abierto a ser usuario de Linux.
* ¿MySQL o PostgreSQL?: Elijo MySQL porque la he usado más, pero el preferir una u otra dependería de los requerimientos y necesidades del negocio para ver cuál de ellas nos beneficia más para este.
* ¿Batch processing o streaming?: Streaming la elijo cuando es necesario tener respuestas rápidas o se necesita procesamiento de datos en tiempo real y Batch processing cuando el procesamiento es necesario por lotes o por tiempos o frecuencias especificas por ejemplo una vez al mes de las ventas por agente comercial para conocer la venta total del mes y comparar con sus metas mensuales.
* ¿ETL o ELT?: Para un alto grado de limpieza y estandarización o con una estructura bien definida de los datos elijo ETL, pero para grandes volúmenes de datos sin estructura definida es mejor el ELT
* ¿Parquet o CSV?: Parquet porque este es muy rápido y eficaz en consultas en grandes volúmenes de datos o Big Data, es menos pesado o necesita menor capacidad de almacenamiento y lo más importante es que los tipos de datos están bien definidos. CSV lo elegiría cuando debo leer esto en una herramienta como lo es Excel para pre visualizar los datos o tener un tratamiento en los datos de un paquete en específico y este es legible casi que por todas las herramientas o compartirlos fácilmente.
* ¿Spark o Pandas?: Spark para grandes volúmenes de datos ya que el procesamiento de este es distribuido, pero si son volúmenes pequeños o quizás medianos usaría Pandas ya que se procesan en la CPU y RAM disponible del equipo que se dispone.